* **[Template]**

Notes:

1. xxx

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Add Column to DataFrame**

Pre-Conditions:

1. “size” is the size of the file

Main Success Scenario:

1. Add a column to the listOfFiles data frame that you can store file size in.

listOfFiles$fileSize <- size

* **Increase Breaks in Histogram Chart**

Note:

1. Increases the # of vertical bars in the Histogram

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Add Rug to Histogram Chart**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Change Data Frame to Table**

Note:

1. This is just like pivoting rows to columns.

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection)
2. Get two sets of data.

**dataQuery <- sqlQuery(cn,"Select CustomerID, Country from StgCustomerGeography Group By Country");**

1. Close database connection

**close(cn);**

Main Success Scenario:

1. Change dataQuery data frame to a table

Table(dataQuery)

1. Returns a table

CustomerID United Kingdom (L7) United States (L7)

[customer ids] boolean flag boolean flag

* **Check Class of Variable**

Main Success Scenario:

1. Have data frame variable called “dataQuery”.
2. See what class the variable is in.

**class(dataQuery)**

1. It will return “data.frame”.

* **Check if object is atomic**

Notes:

1. Recursive object has a list like structure. Atomic objects do not.
2. Vector is not recursive. Vector is an atomic object.
3. DataSetName$FieldName is only valid for recursive objects.

Main Success Scenario:

1. See if object “x” is atomic.

**is.atomic(x)**

* **Check if object is recursive**

Notes:

1. Recursive object has a list like structure.
2. Vector is not recursive. Vector is an atomic object.
3. DataSetName$FieldName is only valid for recursive objects.

Main Success Scenario:

1. See if object “x” is recursive.

**is.recursive(x)**

* **Check R version**

Main Success Scenario:

1. [Start R Console](#startRConsole)
2. Go to Help menu > About

* **Choose Plot**

Pre-Conditions:

1. Format
   1. Vector
      1. Good for:
         1. Line drawings using solid colors and modest number of points
         2. Plots using solid colors and modest number of points
         3. Resizing
   2. Bitmap
      1. Good for:
         1. Plots with large numbers of points.
         2. Natural Scenes
         3. Web-based plots
2. Device to Output to
   1. Screen on computer
   2. File
3. Plot System
   1. Base
   2. Lattice
   3. Ggplot2

Main Success Scenario:

Alternatives:

1. Xxx

* **Close SQL Server Connection**

Main Success Scenario:

1. Close “cn” connection

**odbcClose(cn)**

* **Compile R with Profiler**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Copy Plot Chart to PDF file**

Pre-Conditions:

1. Using dev.copy2pdf
2. Dev.copy may not copy exactly as expected.

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Create Sequence of Numbers in R**

Main Success Scenario:

1. Create sequence from 3 to 5

**seq(3,5)**

1. Create sequence from 3 and for a length of 3

**seq(from = 3, length = 3)**

1. Create sequence from 3, for a length of three, and by 0.5

**seq(from = 3, length = 3, by = 0.5)**

* **Drop DataFrame**

Pre-Conditions:

1. Data frame is called hamburger

Main Success Scenario:

1. Hamburger <- NULL

* **Drop Relational DB table**

Pre-Conditions:

1. “SomeTable” is an existing table in the relational DB.

Main Success Scenario:

1. [Get Database Connection](#getDatabaseConnection).
2. Drop table

**sqlDrop(cn,”SomeTable”)**

1. Close database connection

**close(cn);**

* **Enable R use in Excel**

Pre-Conditions:

1. Save each tab in Excel file as .CSV
2. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Enable R use in MongoDB**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Enable R use in SQL Server 2008 R2**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Enable R use in SQL Server 2012**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Enable R use in SQL Server 2014**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Enable Rscript.exe execution in Windows Command Prompt**

Pre-Conditions:

1. On Windows 8
2. [Install R](#installR).

Main Success Scenario:

1. Search for “environment” in start menu.
2. Choose “Edit the system environment variables”
3. “System Properties” window appears.
4. Choose “Advanced” tab.
5. Click “Environment Variables” button.
6. Select “Path” in “System variables” section.
7. Copy path of Rscript.exe on your computer.

**E:\Program Files\R\R-3.2.0\bin\**

1. Click “Edit…” button below the “Environment Variables” window.
2. Add this new path to the existing paths.

**; E:\Program Files\R\R-3.2.0\bin\**

1. Click OK button and then the other OK button.

* **ETL for Cube source**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Truncate destination table

xxx

1. Pull data from source

xxx

1. Insert data into destination table

xxx

1. Transform data

xxx

1. Update data in other table

xxx

Alternatives:

1. Xxx

* **ETL for relational DB source**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Truncate destination table

xxx

1. Pull data from source

xxx

1. Insert data into destination table

xxx

1. Transform data

xxx

1. Update data in other table

xxx

Alternatives:

1. Xxx

* **Execute R script from Windows Command Prompt**

Pre-Conditions:

1. [Enable Rscript.exe execution in Windows Command Prompt](#enableRscriptExecutionInWin).

Main Success Scenario:

1. Run my R code in Windows Command prompt

Rscript.exe d:\r\_code\mycode.r

* **Find Position of Matching Number in Series**

Main Success Scenario:

1. Find position in series where element equals 10. Returns 7.

**x <- c(4:20)**

**which(x == 10)**

* **Find Metrics born in Cube Script**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Find Cube Metrics in Excel**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Find Method**

Main Success Scenario:

1. Find all plot methods.

Methods(plots)

* **Find a package if it is installed**

Main Success Scenario:

1. For example, see if “devtools” package is installed.

**find.package(“devtools”)**

Alternatives:

1. Xxx

* **Get Arguments for Function**

Main Success Scenario:

1. Call args functions with name of function.

**args(“rnorm”)**

Alternatives:

1. Xxx

* **Get Cube Connection**

Pre-Conditions:

1. [Load Non-default Referenced Package](#loadNonDefaultReferencedPackage)

Main Success Scenario:

1. Get Connection to “AnO Reporting” cube on “AnO Reporting Cube FY16” DB on adcrm\_SQL05 server.

**cn <- odbcDriverConnect(**

**connection="**

**Data Source=adcrm\_SQL05;**

**Initial Catalog=AnO Reporting;**

**Provider=MSOLAP.5;**

**Integrated Security=SSPI;**

**Format=Tabular;”**

**)**

1. Specify path for MSOLAP.5 provider driver

Search for “Msolap110.dll” on a computer that has analysis services installed.

* **Get Database Connection**

Pre-Conditions:

1. [Load Non-default Referenced Package](#loadNonDefaultReferencedPackage)

Main Success Scenario:

1. Get Connection to CnO\_BI\_PowerPivot\_Dev\_Geo DB on adcrmsql server.

**cn <- odbcDriverConnect(**

**connection="**

**Driver={SQL Server Native Client 11.0};**

**server=adcrmsql;**

**database=CnO\_BI\_PowerPivot\_FY16;**

**trusted\_connection=yes;"**

**)**

* **Get Database Connection with specified credentials**

Pre-Conditions:

1. [Load Non-default Referenced Package](#loadNonDefaultReferencedPackage)

Main Success Scenario:

1. Get Connection to CnO\_BI\_PowerPivot\_Dev\_Geo DB on adcrmsql server.

**cn <- odbcDriverConnect(**

**connection="**

**Driver={SQL Server Native Client 11.0};**

**server=adcrmsql;**

**database=CnO\_BI\_PowerPivot\_FY16;**

**trusted\_connection=yes;**

**xxx;"**

**)**

* **Get MongoDB Database Connection**

Note:

1. Use RMongoDB instead of RMongo. See [here](http://www.joyofdata.de/blog/mongodb-state-of-the-r-rmongodb/).

Pre-Conditions:

1. Install rmongodb package

**install.packages(“rmongodb”);**

1. Load rmongodb package

**library(rmongodb);**

Main Success Scenario:

1. Get DB name.

**dbName <- “testdatabase”**

1. Create Connection

**mongo <- mongo.create(**

**host = “dharma.compse.io:10200”,**

**db = dbName,**

**username = “myuser”,**

**password = “mypassword”**

**);**

* **Get Data from CSV file**

Note:

1. Data is loaded into data frame.
2. Read.table can have errors that read.csv does not.
3. Read.csv automatically skips blank lines.

Pre-conditions:

1. abc.csv file has the format of.

![](data:image/png;base64,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)

1. For step 5,6

**install.packages("sqldf")**

**library(sqldf)**

Main Success Scenario:

1. Pull data from abc.csv file (that has column titles) on my C drive.

**MyData <- read.csv(file="c:/abc.csv", header=TRUE, sep=",")**

1. Pull data from abc.csv file, but only keep columns b and c.

**MyData <- read.csv(file="c:/abc.csv", header=TRUE, sep=",")[,2:3]**

1. Pull data from abc.csv file, but only keep columns a and c.

**MyData <- read.csv(file="c:/abc.csv", header=TRUE, sep=",")[,c(‘a’,’c’)]**

1. Pull data from abc.csv file on my C drive & strip leading and trailing white space on string fields.

**MyData <- read.csv(file="c:/abc.csv", header=TRUE, sep=",",strip.white=TRUE)**

1. Pull data from abc.csv file for only values of 34 in column b.

**MyData <- read.csv.sql("c:/abc.csv",sql = "select \* from file where b = 34",eol = "\n")**

1. Pull only columns a and c from abc.csv file.

**MyData <- read.csv.sql("c:/abc.csv",sql = "select a,c from file",eol = "\n")**

1. Pull data from abc.csv file for only values like UK in column a.

**MyData <- read.csv.sql("c:/abc.csv",sql = "select \* from file where a like '%UK%'",eol = "\n")**

* **Get Data Summary**

Main Success Scenario:Were

1. Get summary of numbers in dataFetch dataframe.

**summary(dataFetch)**

* **Get Working Directory**

Main Success Scenario:

1. Set my desktop as working directory

**getwd()**

* **Graph Frequency of data point in DataFrame**

Main Success Scenario:

1. hist([column in data frame])

*hist(outcom[,11])*

* **Graph y = data point & x = data point position**

Main Success Scenario:

1. plot([set of numbers])

*plot(rnorm(10,0,20))*

* **Show Bar Plot Chart**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Show Histogram Chart**

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection)
2. Get two sets of data.

**dataQuery <- sqlQuery(cn,"Select CustomerID, datepart(day,TransitionDate) As day from StgCustomerTransitionDate");**

1. Close database connection

**close(cn);**

Main Success Scenario:

1. Get days in month for all records

dayInMonth <- dataQuery$day

1. Create histogram chart

hist(dayInMonth,right=FALSE)

* **Show Heatmap Chart**

Pre-Conditions:

1. Use image plot to do this

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Show Lattice Plot Chart**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Show MatPlot Chart**

Pre-Conditions:

1. Data comes from a matrix or two vectors.

Main Success Scenario:

1. Xxx

* **Show Scatter Plot Chart**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Insert Data into Relational DB table**

Note:

1. Default for “safer” parameter is “TRUE”.
2. Default for “rownames” parameter is “TRUE”.

Main Success Scenario:

1. [Get Database Connection](#getDatabaseConnection).
2. Query data

**dataQuery <- sqlQuery(cn,"Select CustomerID,Country from StgCustomerGeography");**

1. Insert data into DB table named the same as the data frame variable.

**sqlSave(cn, dataQuery);**

1. Insert data into DB table that is named with “tablename” parameter.

**sqlSave(cn, dataQuery,tablename=“CustGeoMap”);**

1. Delete all existing rows in a table and insert new rows.

**sqlSave(cn, dataQuery,safer=FALSE);**

1. Create table named “dataQuery” if it does not already exist.

**sqlSave(cn, dataQuery,safer=TRUE);**

1. Append data to existing table

**sqlSave(cn, dataQuery,append=TRUE);**

1. Insert data into DB table without the “rownames” column.

**sqlSave(cn, dataQuery,rownames=FALSE);**

1. Close database connection

**close(cn);**

* **Install R**

Pre-Conditions:

1. Free
2. Platform independent
3. Open Source

Main Success Scenario:

1. Install R from <https://www.r-project.org/>.

* **Install Referenced Package**

Pre-Conditions:

1. Package to install is RODBC.
2. Use “dependencies=TRUE” parameter if the package is dependent on others that need to be installed.

Main Success Scenario:

1. [Check R version.](#checkRVersion)
2. Update packages R version is not at least 3.1.3
3. Click Packages menu > Updates Packages …
4. Run install.packages(“RODBC”)

* **Install mailR Package**

Note

1. mailR is for sending authenticated emails.
2. Can add attachments.
3. Can format body with HTML.

Pre-Conditions:

1. Install rJava Package.
2. Max of 20 mails per day can be sent.

Main Success Scenario:

1. Install package in R

**install.packages(“mailR”)**

1. Check if library can be loaded.

**library(mailR)**

* **Install Multiple Packages in R**

Main Success Scenario:

1. Install packages in R

**install.packages(c(“slidify”,”ggplot2”,”devtools”))**

* **Install rJava Package**

Note

1. [rJava](https://www.rforge.net/rJava/) is a simple R to Java interface.

Pre-Conditions:

1. [Install 64 bit Java](http://www.java.com/en/download/manual.jsp) if I have installed 64 bit R.
2. Set JAVA\_HOME environment variable in Windows OS.

Main Success Scenario:

1. Install package in R

**install.packages(“rJava”)**

1. Set JAVA\_HOME environment variable in R Studio.

**Sys.setenv(JAVA\_HOME="E:\\Program Files\\Java\\jre1.8.0\_60")**

1. Check if library can be loaded.

**library(rJava)**

* **Install Rtools**

Pre-Conditions:

1. Needed for building R packages in Windows.

Main Success Scenario:

1. Download from <http://cran.r-project.org/bin/windows/Rtools/>
2. Confirm version corresponds to your version of R.
3. Use default selects during install.
4. Check box to let installer edit the PATH variable.
5. Install “devtools” package

**Install.packages(“devtools”)**

1. Load “devtools” package

**Library(devtools)**

1. Run find\_rtools(). True indicates Rtools installed correctly.

Alternatives:

1. Xxx

* **Install X4R Package**

Notes:

* + Used help from [here](http://www.scriptscoop.com/t/3bc447b530b6/how-do-i-install-x4r-package-on-r.html) and [here](https://github.com/overcoil/X4R).

Pre-Conditions:

* + Get GitHub account.
  + Install GitHub Desktop from [here](https://desktop.github.com/).
  + Make sure R is installed in “C:\R” instead of “C:\Program Files”

Main Success Scenario:

1. [Check R version.](#checkRVersion)
2. Update packages R version is not at least 3.1.1.
3. Install.packages(“devtools”)
4. library(devtools)
5. install.packages(“httr”)
6. Run Library(httr) in R studio.
7. Download rtools from [here](https://cran.r-project.org/bin/windows/Rtools/) and install (& update path environment variable).
8. Run install.packages(“Rcpp”) in R studio.
9. Run library(Rcpp) in R studio.
10. Add R\_LIBS\_USER environment variable and set to “E:\R\R-3.2.0\library”
11. install\_github(“overcoil/X4R”)
12. library(X4R)

* **Iterate with For Loop**

Notes:

1. xxx

Pre-Conditions:

1. use lapply function instead if needing to call a function several times.
2. Cannot use faster, better performing iteration tools.

Main Success Scenario:

1. Concatenate vector members into a string. Where x is a vector with values from 1 to 10.

**to.string <- function(x){**

**string <- x[1]**

**for(i in 2:length(x)){**

**string <- paste(string,x[i],sep=””)**

**}**

**return(string)**

**}**

1. Another way of doing the same thing

**to.string(1:10)**

1. Yet another way of doing the same thing

**paste(1:10,collapse=””)**

* **Iterate with lapply**

Notes:

1. Applies a function to each element of a list or vector.
2. Lapply collection results in a list.
3. First parameter is a list or vector.
4. Second parameter is the function to call.

Pre-Conditions:

1. use lapply function instead if needing to call a function several times.

Main Success Scenario:

1. Daisy chaining calls to lapply

**first.step <- lapply(X, first.function)**

**second.step <- lapply(first.step, next.function)**

1. xxx

* **List Files for current directory for R console**

Main Success Scenario:

1. list.files()

* **List Functions in Package**

Main Success Scenario:

1. Open R console
2. Create a function to list all functions in RODBC package

**lsp <- function(package, all.names = FALSE, pattern)**

**{**

**package <- deparse(substitute(package))**

**ls(**

**pos = paste("package", package, sep = ":"),**

**all.names = all.names,**

**pattern = pattern**

**)**

**}**

**lsp(RODBC)**

* **Load non-default Referenced Package**

Pre-Conditions:

1. [Install Referenced Package](#installReferencedPackage) is already run.
2. Referenced package is RODBC.

Main Success Scenario:

1. library(RODBC)

Alternatives:

1. Want to use console menu instead.

1a. Package menu > Load Package …

1b. Choose package from list.

1c. Click OK button.

* **Load X4R Package**

Pre-Conditions:

1. [Install Referenced Package](#installReferencedPackage) is already run.
2. Referenced package is RODBC.

Main Success Scenario:

1. library(RODBC)

Alternatives:

1. Want to use console menu instead.

1a. Package menu > Load Package …

1b. Choose package from list.

1c. Click OK button.

* **Make .R file accessible by console**

Pre-Conditions:

1. Use back slashes
2. Escape back slash with another backslash

Main Success Scenario:

1. Use source function

**source("E:\\ScottFiles\\work\\workspaceforR\\myCode\\ano.R")**

* **Merge Two Data Frames**

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection).
2. Get two sets of data.

* **dataQuery <- sqlQuery(cn,"Select CustomerID,Country from StgCustomerGeography");**
* **geoQuery <- sqlQuery(cn,"Select Country,WWSubRegionName from vDimGeography");**

Main Success Scenario:

1. Full Outer Join

**merge(dataQuery,geoQuery,by.x = "Country",by.y = "Country", all = TRUE)**

1. Left Outer Join (only return data that exists in the dataQuery data frame).

**merge(dataQuery,geoQuery,by.x = "Country",by.y = "Country", all.x = TRUE)**

1. Right Outer Join (only return data that exists in the geoQuery data frame).

**merge(dataQuery,geoQuery,by.x = "Country",by.y = "Country", all.y = TRUE)**

1. Inner Join (only return data that exists in both frames)

**merge(dataQuery,geoQuery,by.x = "Country",by.y = "Country", all = FALSE)**

* **Merge Two Data Frames via two columns**

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection).
2. Get two sets of data.
3. “x” is the left data frame and “y” the right data frame.
4. **dataQuery <- sqlQuery(cn,"Select CustomerID,Country from StgCustomerGeography");**
5. **geoQuery <- sqlQuery(cn,"Select CustomerID,Country,WWSubRegionName from vDimGeography");**

Main Success Scenario:

1. Full Outer Join

**merge(dataQuery,geoQuery,by.x = c(“CustomerID”,“Country"),by.y = c(“CustomerID”,“Country"), all = TRUE)**

1. Left Outer Join (only return data that exists in the dataQuery data frame).

**merge(dataQuery,geoQuery,by.x = c(“CustomerID”,“Country"),by.y = c(“CustomerID”,“Country"), all.x = TRUE)**

1. Right Outer Join (only return data that exists in the geoQuery data frame).

**merge(dataQuery,geoQuery,by.x = c(“CustomerID”,“Country"),by.y = c(“CustomerID”,“Country"), all.y = TRUE)**

1. Inner Join (only return data that exists in both frames)

**merge(dataQuery,geoQuery,by.x = c(“CustomerID”,“Country"),by.y = c(“CustomerID”,“Country"), all = FALSE)**

* **Names of DataFrame Columns**

Main Success Scenario:

1. names([data frame name])

* **Number of columns in DataFrame**

Main Success Scenario:

1. ncol([data frame name])

* **Number of rows in DataFrame**

Main Success Scenario:

1. nrow([data frame name])

* **Operations on Time**

Pre-Conditions:

1. “myDate1” and “myDate2” variables are Date objects.
2. Date in “myDate2” comes after date in “myDate1”.

Main Success Scenario:

1. Get UTC milliseconds since Jan 1st 1970.

**time1 <- myDate1.getTimeUTC()**

**time2 <- myDate2.getTimeUTC()**

1. Get number of milliseconds between two times.

**msDiff <- time2 – time1**

1. Get number of hours between two times.

**hDiff <- ((((time2 – time1)/1000)/60)/60)**

* **Plot value distribution with Box Plot**

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection).
2. Get data

**dataQuery <- sqlQuery(cn,"Select Country,Count(CustomerID) As Cnt from StgCustomerGeography Group By Country");**

Main Success Scenario:

1. See [here](http://www.statmethods.net/graphs/boxplot.html).

* **Plot values on y-axis & labels on x-axis**

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection).
2. Get data

**dataQuery <- sqlQuery(cn,"Select Country,Count(CustomerID) As Cnt from StgCustomerGeography Group By Country");**

Main Success Scenario:

1. Attach data frame to be searchable by R.

**Attach(dataQuery)**

1. Plot data with Country labels on x-axis on customer count on y-axis.

**Plot(Country,Cnt)**

1. Add title to graph.

**Title(“Customer Cnt per Country”)**

* **Plot values on y & z and labels on x**

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection).
2. Get data

**dataQuery <- sqlQuery(cn,"**

**Select**

**s.ScenarioName,**

**Count(f.AccountID) As AccountIDCnt,**

**Count(f.GeoID) As GeoIDCnt**

**From**

**FactScorecard f**

**Inner Join DimScenario s On**

**f.ScenarioId = s.ScenarioId**

**Group By**

**s.ScenarioName**

**");**

Main Success Scenario:

1. Install ScatterPlot3d package.

**install.packages(“scatterplot3d”,dependencies=TRUE)**

1. Load package

**library(scatterplot3d)**

1. Attach data frame to be searchable by R.

**attach(dataQuery)**

1. Plot ScenarioName on x, AccountIDCnt on y, and GeoIDCnt on z.

**scatterplot3d(x=dataQuery$ScenarioName,y=dataQuery$AccountIDCnt,z=dataQuery$GeoIDCnt)**

1. Add title to graph.

**title(“Scenario-AccountIDCnt-GeoIDCnt”)**

* **Pull SQL table/view with row rate**

Main Success Scenario:

1. [Get Database Connection](#getDatabaseConnection)
2. Pull from the SalesDate table 1000 rows at a time.

Xxx

1. Close database connection

**close(cn);**

* **Query Cube**

Pre-Conditions:

1. [Install X4R package](#installX4R). Not the usual package install.
2. [Query Cube – Enable HTTP SSAS access](#queryCubeEnableHTTP)

Main Success Scenario:

1. Load X4R package

**Library(X4R)**

1. Connect to SSAS

**handle <- xmlaConnect(**

**url="http://10.197.206.11/olap/msmdpump.dll",**

**uid="northamerica\v-scburn",**

**pwd="\*\*\*"**

**);**

1. Check if connected. Will return something other than false if connected.

handle

1. Xxx

* **Query Cube – Enable HTTP SSAS access**

Notes:

1. [Must enable HTTP access to SSAS instance](https://msdn.microsoft.com/en-us/library/gg492140.aspx). [Here](https://msdn.microsoft.com/en-us/library/gg492140%28v=sql.105%29.aspx) for SQL Server 2008 R2.

Pre-Conditions:

1. Done on web server that is different from the SSAS server.
2. Step 8 & 9 are not on the page referenced in the Notes section.
3. URL in connection needs to be the IP address and not the server name.

Main Success Scenario:

1. Create “110Consulting6\C$\inetpub\wwwroot\olap” folder
2. Copy contents of “\\ADCRM\_SQL05\D$\Program Files\Microsoft SQL Server\MSAS10\_50.MSSQLSERVER\OLAP\bin\isapi\” folder to “olap” folder.
3. Create “olap” application pool on 110Consulting6 server.
4. Create “olap” virtual directory on 110Consulting6 server.
5. Configure IIS authentication on 110Consulting6 server.
6. Add IIS Extension on 110Consulting6 server.
7. Edit MSMDPUMP.INI file on 110Consulting6 server.
8. On olap virtual directory > Basic Settings set “Connect As” to your credentials
9. On olap virtual directory > Directory Browsing > Enable
10. Test access with an excel file. Enter HTTP path in the server field for SSAS connection.

**http://10.177.148.230/olap/msmdpump.dll**

* **Query SQL Server**

Main Success Scenario:

1. [Get Database Connection](#getDatabaseConnection)
2. Get values for Country field in vDimGeography view.

**dataQuery <- sqlQuery(cn,”Select Country from vDimGeography”)**

1. Close database connection

**close(cn);**

* **Rank a column**

Pre-Conditions:

1. [Get Database Connection](#getDatabaseConnection)
2. Get data

**dataQuery <- sqlQuery(cn,"Select CustomerID, datepart(day,TransitionDate) As day from StgCustomerTransitionDate");**

Main Success Scenario:

1. Do a rank on day column.

**dataQuery$dayRank <- rank(dataQuery$day,na.last=TRUE,ties.method = "max")**

1. Do a row number rank on day column

**dataQuery$dayRank <- rank(dataQuery$day,na.last=TRUE,ties.method = "first")**

* **Reference Relative Folder**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Remove Data Frame Column**

Pre-Conditions:

1. Data frame called “df” and has a column named “x”.

Main Success Scenario:

1. df$x <- NULL

* **Repeat an object**

Main Success Scenario:

1. Repeat a vector three times

**rep(c(3,4,5),3)**

1. Repeat the series of 1 to 10 three times

**rep(1:10,times = 3)**

1. Repeat each element in a vector 3 times

**x <- c(1,2,3)**

**rep(x,each = 3)**

1. Repeat each element in a vector and each vector three times

**rep(x,each = 3,times = 3)**

* **Return Top of DataFrame**

Main Success Scenario:

1. head([data frame name])

* **RmongoDB: Check if Connected**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Check if connected

**mongo.is.connected(cn);**

* **RmongoDB: Close Connection**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Close connection.

**mongo.destroy(cn);**

* **RmongoDB: Count Documents in Collection**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Store collection name in variable.

**coll <- “myColl”;**

1. Count documents in the collection.

**mongo.count(cn,coll);**

* **RmongoDB: Count Documents in Collection that match filter**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Store collection name in variable.

**coll <- “myColl”;**

1. Count documents in the collection.

**mongo.count(cn,coll,”{‘pop’:{‘$lte’:2}}”);**

* **RmongoDB: Find One Document**

Note:

1. MongoDB stores JSON objects as BSON.
2. BSON is Binary JSON.
3. Cityone variable contains a BSON object.

Pre-Conditions:

1. “cn” is a variable that holds the connection.
2. BSON object could be used instead of JSON in the “one” function.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Store collection name in variable.

**coll <- “myColl”;**

1. Show document where city is Welton.

**Cityone <- mongo.find.one(cn,coll,”{‘city’:’WELTON’}”)**

**cityone**

1. Show returned doc attributes in list.

**mongo.bson.to.list(cityone)**

* **RmongoDB: Find All Document that match filter**

Pre-Conditions:

1. “cn” is a variable that holds the connection.
2. ~~BSON object could be used instead of JSON in the “one” function.~~

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Store collection name in variable.

**coll <- “myColl”;**

1. Get documents where pop is less than or equal to 2.

**pops <- mongo.find.all(cn,coll,”{‘pop’:{‘$lte’:2}}”)**

1. Show returned doc attributes in list.

**mongo.bson.to.list(pops)**

* **RmongoDB: Insert data into Collection**

Pre-Conditions:

1. “db” is a variable that holds the db.
2. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Create empty collection called “test”.

**icoll <- paste(db,”test”,sep=”.”)**

1. Create docs to go into new collection.

**a <- mongo.bson.from.JSON(“{‘name’:’Marcus’,’age’:33}”)**

**b <- mongo.bson.from.JSON(“{‘name’:’Jim’,’age’:35}”)**

1. Insert data into MongoDB.

**Mongo.insert.batch(cn,icoll,list(a,b))**

* **RmongoDB: Show Collections in DB**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Store DB name in a variable.

**dbName <- “myDB”;**

1. Show databases

**mongo.get.database.collections(cn,dbName);**

* **RmongoDB: Show Distinct Values used in Collection**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Store collection name in variable.

**coll <- “myColl”;**

1. Store name space in variable.

**ns <- paste(dbName,”.”,coll);**

1. Show distinct list of values for “city” key.

**mongo.distinct(cn,ns,”city”);**

* **RmongoDB: Show Keys used in Collection**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Store collection name in variable.

**coll <- “myColl”;**

1. Show distinct list of keys in collection.

**mongo.get.keys(cn,coll);**

* **RmongoDB: Show DBs**

Pre-Conditions:

1. “cn” is a variable that holds the connection.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Show databases

**mongo.get.databases(cn);**

1. List of databases for the connection are shown.

Alternatives:

3a. NULL is returned.

3a1. When connecting to a specific database only NULL is returned.

* **RmongoDB: Use Pretty function like in MongoDB**

Main Success Scenario:

1. Load JSON lite library

**Library(jsonlite)**

1. Get JSON document

**jsonDoc <- “{‘pop’:{‘$lite’:2},’pop’:{‘$gte’:1}}”**

1. Show pretty formatted JSON doc

**Cat(prettify(jsonDoc))**

* **RmongoDB: Update Document**

Pre-Conditions:

1. “cn” is a variable that holds the connection.
2. “ns” is a variable that holds the name space name.
3. Name space name is in the form of [DB name].[name space name]
4. “criteria” is a BSON object variable that holds the filter criteria.
5. “objNew” is a new BSON object that holds a key value pair to be added to a doc.

Main Success Scenario:

1. [Get MongoDB Connection](#getMongoDBDatabaseConnection)
2. Update existing record.

**Mongo.update(mongo,ns,criteria,objNew)**

1. Update existing record and add new doc if it does not already exist.

**Mongo.update(mongo,ns,criteria,objNew,mongo.update.upsert)**

* **RmongoDB: Validate JSON Document**

Main Success Scenario:

1. Load JSON lite library

**Library(jsonlite)**

1. Get JSON document

**jsonDoc <- “{‘pop’:{‘$lite’:2},’pop’:{‘$gte’:1}}”**

1. Show pretty formatted JSON doc

**validate(jsonDoc)**

* **Run R Profiler**

Pre-Conditions:

1. Don’t run system.time() and Rprof() at the same time.
2. Rprof() output is hard to read. SummaryRprof() is preferred.
3. Profiler gives percent of time spent in each function.
4. Breaking code into functions is to your benefit with Profiler.
5. By.self is time spent in parent function and not child functions.

Main Success Scenario:

1. Use by.total (= time spend in each function / total time).
2. Use by.self (= same as by.total, but subtracts time spent in functions above in call stack).
3. Use sampling.time to get the full run time of the R code.
4. Use sample.interval from Rprof() to get function call hierarchy.

* **Search for Values in DataFrame**

Main Success Scenario:

1. Find Texas in State field in data frame called “outcome”.

**“TX” %in% outcome[,7]**

* **Search for Values in SQL Server**

Pre-Conditions:

1. xxx

Main Success Scenario:

1. Xxx

Alternatives:

1. Xxx

* **Select Columns to return from a Data Frame**

Pre-Conditions:

1. “dataQuery” is a data frame variable
2. ”AcquisitionSortMonth” and ”Signups” are column names in the dataQuery data frame.

Main Success Scenario:

1. dataQuery[,c(”AcquisitionSortMonth”,”Signups”)];

* **Select Into Query with R**

Main Success Scenario:

1. Run Select Into query to save to myRSQLTest table in DB

**sqlSave(**

**cn,**

**dataFetch,**

**rownames=FALSE,**

**tablename="myRSQLTest",**

**colname=FALSE,**

**append=FALSE**

**)**

* **Set Working Directory**

Main Success Scenario:

1. Set my desktop as working directory

**Setwd(“//Users//v-sburn/desktop”)**

* **Show Function Help**

Main Success Scenario:

1. Show help for dbReadTable function

**?dbReadTable**

* **Show Package Help**

Main Success Scenario:

1. Show help for RODBC package

**?RODBC**

* **Start R Console**

Main Success Scenario:

1. Click on “R x64 3.2.0” in start menu

* **Update R language version**

Note:

1. Doing “R console > Packages menu > Update packages” just updates packages.

Main Success Scenario:

1. Run in R console.

if(!require(installr)) {

install.packages("installr"); require(installr)}

updateR()

* **Use R in SSIS**

Pre-Conditions:

1. Use VS 2013

Main Success Scenario:

1. Use “Integration Services Project” project in VS.
2. Add “Execute Process Task” task to DTSX file.
3. Navigate to “mongo.exe”

C:\Program Files\MongoDB\Server\3.0\bin\

1. xxx

* **View data frame data in memory**

Main Success Scenario:

1. Get data in a data frame called dataFetch
2. View data in data frame

**View(dataFetch)**

**More information:**

* Markus Schmidberger authored the RMongoDB package.
* Dmitriy Selivanov maintains the RMongoDB package.
* [CRAN project location of RMongoDB package](https://cran.r-project.org/web/packages/rmongodb/index.html).
* [Help for RMongoDB package](https://cran.r-project.org/web/packages/rmongodb/rmongodb.pdf).